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Abstract: In the realm of software engineering either software defect identification has grown in importance as a research avenue to 

improve software reliability. Program dependability is improved by optimizing testing resources and helping developers discover possible 

issues with the use of program defect predictions. It is essential to apply Software Engineering (SE) procedures to crucial and complex 

systems, such as networking and security systems. Security attackers are drawn to WSNs (Wireless Sensor Networks) due to their 

widespread use in army as well as civilian networks.. Maintenance effort has been found to increase significantly as a result of this 

deterioration impact, also known as the porosity effect. Errors in the way software requirements are processed are a major cause of software 

project failure. In order to determine the degree to which a software requirements engineer's capabilities align with industry expectations, 

this work suggests an empirical software engineering-based method for evaluating such skills. From that point forward, we make an 

evaluation approach in view of fuzzier TOPSIS that can deal with the subjectivity and fluffiness remembered for maintainability appraisals. 

An Industry 5.0 programming improvement business contextual investigation outlines the appropriateness and adequacy of our proposed 

philosophy. The contextual analysis results feature the maintainability benefits and inconveniences of various programming draws near. 

The review's decisions give computer programming leader’s significant data that will assist them with pursuing very much educated choices 

on manageability.  

Keywords: Fuzzy TOPSIS, Software Engineering (SE), Security Attackers, Software Development, Wireless Sensor Networks (WSNs). 

1. Introduction 

Engineering-related literature many factors impact how 

cost-effective maintenance activities are. The quality of the 

code is one of the main cost factors. Upkeep methods have 

been found to antagonistically affect the nature of the code. 

It has been found that upkeep systems make code more 

"tumultuous" generally speaking, increment coupling, 

decline seclusion, and make a void between the real code 

and documentation. Thus, support methodology normally 

brings about inflating costs over the long run [1]. The 

writing on exclusive programming gives an exhaustive 

investigation of this a compromise among execution and 

cost. 

Entropy is a broadly utilized variable to gauge the general 

decay of program quality. Entropy is an intense hypothetical 

variable that consolidates a few features of value 

disintegration to work with the assessment of their general 

effect on the expenses and practicality of a product 

application. Entropy is normally described according to a 

working point of view utilizing the underlying parts of code, 

including shared objects, coupling, seclusion, and technique 

calls between classes [2]. Most examinations in the field 

focus on what entropy means for specialized viability, with 

little consideration paid to what entropy means for costs. 

Research contributions do, however, agree on the causal 

chain between entropy, durability, and expenses for 

maintenance.  

Following quite a while of huge change, the programming 

business is proceeding to develop with the send-off of 

Industry 5.0. The most recent modern insurgency is 

portrayed by the intermingling of advanced and actual 

frameworks, man-made consciousness, and huge 

information examination. This presents programming 

techniques with exceptional open doors as well as 

difficulties. In a consistently impacting world, 

maintainability has arisen as a critical element that requests 

assessment and consideration. With regards to Industry 5.0, 

evaluating the maintainability of strategies for programming 

is basic as organizations endeavour to coordinate their tasks 

with harmless to the ecosystem targets [3]. Maintainability 

in programming connects with various components, like 

social, monetary, and ecological worries.  

It includes encouraging long-term economic viability, 

maximizing resource utilization, reducing carbon 

emissions, and advancing moral values. However, assessing 

sustainability is a challenging task because it involves 

several interconnected criteria and subjective judgments. 

Since standard evaluation procedures often fail to capture 

the inherent uncertainties and imprecisions associated with 

viability assessments, more sophisticated methodologies are 

needed [4]. 
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The Ministry of Commerce and Information Technology's 

Operation Inspection Coordination Bureau released the 

"2020 Applications and Computing Service Industry 

Scientific Bulletin," which states that the industry employs 

7.047 million people, a 3.1% increase from the previous 

year, and that there are over 40,000 businesses in the 

software and IT services sector that are larger than the 

designated size. One essential component of software 

engineering is Software Requirements Engineering (SRE) 

[5]. Users and developers of software have to agree upon 

software requirements, which must also be clearly and 

properly stated. Additionally, this validates the 

qualifications of the software requirements engineers.  

Utilizing verifiable imperfection information to prepare 

model boundaries and produce a deep rooted model is the 

objective of programming deformity gauging innovation 

headways [6]. From that point onward, this model is used to 

expect programming that is obscure. Since the amount of 

programming bugs can be anticipated, programming 

evaluation assets are focused on the product modules with 

the best number of imperfections, working with the fastest 

critical thinking. 

Research projects in the field of software development have 

discovered that requirements activities are frequently the 

source of software system faults and shortcomings. The 

emergence and ongoing advancement of SRE can be 

attributed to the necessity of using scientific methods to 

solve these issues. In university SRE courses, instructors 

direct students' knowledge and skill development according 

to the program of study and textbooks; most training 

materials are predicated on the general notion of mental 

laws in the world of academia [7]. Thus, when it comes to 

the role position and skill needs of requirement engineers in 

IT markets, practitioners in adjacent businesses and 

educators in schools have distinct cognitive differences. 

Due to the difference, students are unable to graduate from 

the course and achieve the level requirements set by the 

market for real work. 

When creating software systems, particularly large-scale 

systems, software engineer (SE) is a crucial discipline. SE 

is interested in every step of the software manufacturing 

process. This methodical methodology is referred to as 

"software analysis, design assessment, execution, 

evaluation, maintenance, and reengineering" [8]. Thus, it is 

evident that designing software is a crucial aspect of 

problem-solving. Control over software functionality, 

quality, and resources is ensured by SE. As a result, it 

guarantees both demand satisfaction and full software 

development [9]. 

Systems that operate over wireless networks have raised 

very serious security concerns. Recent years have seen 

developments in digital electronics, wireless 

communications, and micro-electronic systems technology 

that have made it possible to create Wireless Sensor 

Networks (WSNs) [10]. Hundreds to thousands of 

wirelessly connected sensor nodes make up the self-

organizing network known as a WSN. These wireless 

sensors come in a compact design, are inexpensive, low-

power, multifunctional, and have short communication 

ranges. The sensor nodes possess the ability to sense, gather, 

process, and communicate in an independent way [11]. 

Fluffy TOPSIS was chosen as the strategy for examination 

in our exploration on the grounds that to its clear advantages 

in taking care of the difficulties related with maintainability 

assessments in the programming the area of Industry 5.0. 

Given the perplexing exchange of various supportability 

viewpoints, fluffy TOPSIS permits us to characterize and 

evaluate these elements such that conventional fresh 

strategies like fluffy AHP wouldn't have the option to 

adequately quantify [12]. Furthermore, fuzzy TOPSIS 

offers a more thorough assessment since it automatically 

considers the benefits and drawbacks of alternatives.  

This attribute is critical in assessments of sustainability, 

where potential disadvantages of software engineering 

practices are as significant as benefits. Fuzzy TOPSIS is a 

perfect tool for our research in the context of Industry 5.0, 

when software engineering methods are getting more 

sophisticated and interconnected. It is excellent at handling 

the complex interactions between numerous criteria and 

alternatives [13]. This choice is emphasized in our work to 

demonstrate the openness and rationale behind the 

technique selections. This study builds on existing research 

and makes use of fuzzy TOPSIS's benefits to establish a 

comprehensive and effective framework for evaluating 

sustainable in the software engineering profession industry, 

especially in the context of Industry 5.0. 

Determine the significance of different software 

requirements engineer abilities as required by the industry 

using segmentation of words operations, then compare this 

significance with the software requirements engineer 

abilities [14]. It can help software requirements engineers 

advance their skills. While some recent works simply 

categorize requirement engineers' abilities as either 

requirements engineering (RE) skilled ability or non-RE 

ability, our research has two main findings: (1) it has divided 

requirement engineers' abilities based on SRE activities, 

enabling a quantitative analysis of their abilities; and (2) it 

has proposed an ability evaluation technique for the 

software requirements engineers [15]. 

1.1 Objectives of the study  

• To provide people with the information and abilities 

required for the successful and efficient creation of 

high-quality software. 

• To transfer expertise in project management 

techniques and software development-related tools. 
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• To educate people about the dynamic nature of 

software creation, particularly the need to adapt to 

changing requirements and technologies. 

• Realizing that maintenance takes up a large percentage 

of a software system's life cycle and stressing the 

significance of making systems flexible and long-

lasting. 

2. Related Work  

In 2006 [16], the phrase "crowdsourcing" was first used to 

refer to a newly developed distributed approach to problem-

solving including online labourers. It has been extensively 

researched and used ever since to assist in software 

engineering. We attempt to cover all of the literature on 

crowdsourced in software engineering by providing an 

extensive overview of the subject in this paper. After going 

over several definitions of crowdsourcing, we define 

crowdsourcing software engineering and create a taxonomy 

for it. Next, we provide an overview of software engineering 

industry crowdsourcing practices along with related case 

examples. We also examine the crowdsourcing domains, 

tasks, and applications in software engineering, as well as 

the platforms and parties that are involved in implementing 

solutions using crowdsourced software engineering. 

The information technology industry [17] is very interested 

in incorporating artificial intelligence (AI) capabilities into 

services and software as a result of recent developments in 

machine learning. Organizations have had to adapt their 

development methods in order to achieve this goal. We 

present the results of a study we carried out where we 

watched Microsoft software teams as they created AI-based 

products. We take into account a nine-step workflow 

method that is based on past experiences creating data 

science tools and AI apps (such search and natural language 

processing). We discovered that different Microsoft teams 

integrated this method of working into already-existing, 

highly developed, Agile-like software engineering 

techniques, offering valuable insights into a number of 

critical engineering obstacles that enterprises may encounter 

while developing extensive Artificial Intelligence (AI) 

products for the market. To overcome these obstacles, we 

gathered some Microsoft Teams best practices.  

In an attempt to investigate [18] the connection between the 

fields of software engineering and systems engineering, 

experts from academia, business, and government convened 

for a workshop to discuss the situation as it stands, recognize 

areas of mutual reliance, identify pertinent issues, and make 

suggestions for resolving those issues concerning four main 

areas: 1) Development Approaches, 2) Technical, 3) People, 

and 4) Education. The workshop discussions, 

recommendations, and the suggested project's launch are 

presented in this document. 

Refactoring is the practice [19] used to enhance the design 

of current code by making changes to its internal framework 

without affecting its external behavior. It is one of the most 

popular approaches for enhancing the overall performance 

of existing software systems. Several other factors should 

also be taken into account, such as minimizing the amount 

of code changes, retaining the meaning of the design of the 

software rather than just its behavior, and preserving 

consistency with previously executed changes, even though 

it is crucial to recommend changes that enhance both the 

quality and the structure of the system. We present a multi-

objective search-based method in this paper to automate the 

refactoring recommendation. 

The application of Grounded Theories (GT) [20] has shown 

to be highly beneficial in a number of disciplines, including 

education, management theory, nursing, and medical 

sociology. Nevertheless, GT is a sophisticated approach that 

differs significantly from the conventional hypothetic-

deductive research model since it is founded on an inductive 

paradigm. Some supposedly GT research experiences 

method slurring, where investigators adopt a random subset 

of GT techniques that are not identifiable as GT, because 

there's at least three different kinds of GT. In the following 

article, we outline the GT variations and pinpoint the 

essential GT practices. Next, we examine how grounded 

theory is applied in software engineering. 52 of the 98 

publications that mention GT specifically state that they 

utilize it, with the remaining 46 mentioning GT just in 

passing. Our selection process was thorough and 

methodical. 

The importance of sound requirements engineering [21] in 

ensuring better, on-time, and cost-effective software and 

system project delivery is becoming more widely 

acknowledged. Emerging software tools are enabling 

working engineers to enhance their requirements 

engineering practices. Without extensive instruction, these 

tools are typically difficult to use. With a deliberate focus 

on software-intensive systems, Requirements Engineers for 

The software and Systems, which is Fourth Edition aims to 

offer a thorough treatment of both the theoretical and the 

practical aspects of finding, analysing, modelling, verifying 

testing, and creating requirements for software and systems 

of all kinds. For the benefit of working engineers, it 

incorporates a range of formal approaches, social models, 

and contemporary requirements writing strategies. Senior 

and graduate students studying software or systems 

engineering, as well as professional software engineers, are 

the target audience for this book. 

Today's world is dependent on the computer [22], which is 

utilized extensively in a variety of sectors like business, 

education, manufacturing, and so forth. When it comes to 

helping solve lengthy, complicated issues quickly and 

efficiently, computers save time. Many businesses create 
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software programs to make work easier for governments, 

banks, offices, etc. since these functions require software 

programs to handle them. Furthermore, software has been 

utilized for problem-solving and information analysis for 

more than 40 years. The primary objective of software 

engineering is to create a suitable task to generate high-

quality applications. Typically, clients go to computer and 

software experts for help in handling and solving their 

issues. A variety of models are frequently employed in the 

development of software applications.  

Social machines' main goal [23] is to streamline social 

interactions by utilizing computers to do administrative 

tasks. A Socio Technical System (STS) is what we 

understand a social machine to be: a software-supported 

system where autonomous principals, like people and 

organizations, interact to share data and services. Social 

processes are only partially realized in interactions between 

people due to the technical focus of existing methods to 

social machines and their insufficient support for their 

meanings. We argue that, in order to address the 

transparency of the Web or the independence of its 

administrators, a fundamental reconsideration is required in 

order to embrace responsibility. To capture the social 

foundation of STSs, we present Interaction-Oriented 

Software Engineering (IOSE), a paradigm designed 

specifically for this purpose. 

Whereas systematic reviews concentrate [24] on acquiring 

and synthesizing evidence, systematic maps studies are 

employed to structure a study field. The 2008 guidelines are 

the latest ones regarding systematic mapping. Numerous 

recommendations on how to enhance Systematic Literature 

Reviews (SLRs) have been offered since then. It's important 

to assess how researchers carry out the systematic mapping 

process and determine how the recommendations should be 

revised in light of the knowledge gained from the systemic 

maps and SLR regulations that are currently in place. To 

ascertain the methods used in the systematic maps process 

(such as search, study selection, data analysis, and 

presentation); to identify areas for improvement in the 

procedure's execution and update the guidelines 

appropriately. 

Since requirements engineering [25] has just recently 

become popular in agile software development, there is still 

much to learn and understand about this issue. Further 

investigation is necessary for a full understanding how this 

process functions in the agile world. This study aims to map 

the requirements engineering field within an agile 

environment, highlighting the primary research subjects and 

highlighting areas in need of further investigation. It also 

aims to pinpoint the challenges professionals have while 

implementing agile requirements engineering. After a 

thorough mapping investigation, 2171 papers were first 

found; they were then further reduced to 104 by using 

analysis and exclusion criteria. 

3. Methodologies  

3.1. A Hierarchical Framework for Assessment 

The methodology used in the field of software engineering 

to evaluate sustainability is described in this section. Two 

subsections contain this part: the fluffy TOPSIS process and 

the design of progressive system for assessment. In the first 

place, the evaluation's various levelled structure gives a 

system to sorting and orchestrating the assessment norms 

expected to decide how economical programming 

techniques are [26]. Since it considers a large number of 

supportability related factors, this various levelled structure 

empowers a full examination. Besides, the exhibition of a 

few computer programming approaches regarding 

economically is contrasted with one another utilizing the 

fluffy TOPSIS strategy as a dynamic instrument. By 

integrating multicriteria decision-making processes with 

fuzzy set theory, the fuzzy TOPSIS method addresses 

uncertainty and ambiguity in the assessment process. 

With the use of these standards, methods for software 

engineering will be thoroughly assessed and compared, 

facilitating better decision-making and promoting the 

adoption of environmentally friendly procedures across the 

industry [27]. Following a literature review and discussions 

with subject experts, a number of evaluation criteria are 

listed in Table 1. 

Table 1 Distinct Evaluation Criteria that have been 

identified. 

Criteria Description 

Environmental 

Impact (SC1) 

This model surveys the natural 

supportability of computer 

programming processes. It considers 

factors including energy use, fossil fuel 

by-products, squander age, and the 

usage of supportable assets. 

Social 

Responsibility 

(SC2) 

This criterion focuses mostly on the 

ethical and societal implications of 

software engineering approaches. It 

considers factors including community 

involvement, fair labour standards, 

privacy and information security, and 

inclusivity and diversity. 

Resource Efficiency 

(SC3) 

This criterion evaluates the efficiency 

with which resources are employed in 

the software engineering procedures. It 

considers topics like efficient use of 

computational resources, optimal 
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resource allocation, and optimized 

code and algorithms. 

Economic Viability 

(SC4) 

This criterion examines the viability of 

software engineering approaches in the 

long run. Among the factors it 

considers are long-term financial 

viability, cost-effectiveness, and return 

on investment. 

 

3.2 Identification of Alternatives 

Here, we outline the process for determining options while 

accounting for emerging industry trends, technological 

advancements, and characteristics unique to Industry 5.0. 

Through the rigorous examination and analysis of all of 

these alternatives, we hope to establish a comprehensive 

evaluation framework that will assist software engineering 

organizations in making informed decisions about 

environmentally friendly methods in the rapidly evolving 

Industry 5.0 environment [28]. Table 2 lists the several 

options that were chosen for this study's assessment. 

Table 2 Various alternatives were identified for the 

assessment. 

 

Alternatives 

 

 

Descriptions 

 

Agile Methodologies 

(A1) 

This substitute includes agile 

approaches like Extreme 

Programming (XP), Scrum, and 

Kanban. 

Cloud-Native 

Development (A2) 

This substitute symbolizes the 

adoption of cloud-ready architectures 

and technologies. 

DevOps (A3) 

This substitute represents the DevOps 

methodology, which combines 

software development and operations. 

Traditional 

Waterfall Model 

(A4) 

This alternative adheres to the 

traditional sequential technique of 

software development, meaning that 

each phase (needs, design, computer 

science, testing, and deployment) is 

completed before moving on to the 

next. 

Sustainable 

Software 

Engineering 

Practices (A5) 

This choice is a group of techniques 

selected for their focus on 

sustainability. 

 

The fuzzy TOPSIS technique flow diagram utilized in this 

research study is displayed in Figure 1. 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

Fig. 1 Flow chart for the fuzzy TOPSIS method [28]. 

4. Results 

Segment 4 presents the appraisal philosophy that uses the 

fluffy TOPSIS strategy to break down supportable in the PC 

computer programming area inside the system of Industry 

5.0 [29]. This part tries to give a top to bottom examination 

of the other option and their rankings to enlighten how well 

each acts comparable to maintainability models. The results 

obtained will be supplied, examined, and appreciated in 

order to enhance comprehension of the benefits and 
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drawbacks of each option and to direct decision-making 

procedures about sustainable software engineering methods. 

Step 1 Make a matrix of choices. 

In this research investigation, the four criteria and five 

options were ranked using the fuzzy TOPSIS approach. 

Table 3 below lists the different criteria kinds and the 

weights that go with them. 

Table 3 Qualities of the standards [29]. 

S. No.  Name  Type  Weight  

1 SC1 + (0.268,0.236,0.237) 

2 SC2 + (0.167,0.269,0.169) 

3 SC3 + (0.591,0.267,0.212) 

4 SC4 + (0,269,0.497,0.691) 

The fuzzy scale used in the model is displayed in Table 4 

below. 

Table 4 Variable scale. 

Code 
Linguistic 

Terms 
L M U 

1 Very low 1 1 3 

2 Low 1 5 5 

3 Medium 3 3 1 

4 High 4 1 9 

5 Very high 6 8 2 

 

 

Fig. 2 Variable scale. 

It is important to note that in cases where many experts took 

part in the examination, the matrix in Table 5 below gives 

the average ratings determined by all experts. 

 

 

 

 

Table 5 Matrix of decisions. 

Alternat

ive 
SCI SC2 SC3 SC4 

A1 
(2.64,1.56,2.

26) 

(4.89,5.64,2

.64) 

(4.89,4.16,4

.39) 

(6.31,7.16,5

.46) 

A2 
(4.45,2.64,2.

91) 

(5.89,2.69,4

.69) 

(5.69,8.69,5

.69) 

(8.16,7.16,5

.36) 

A3 
(2.69,0.164,

1.46) 

(5.69,8.97,2

.59) 

(7.49,5.69,5

.64) 

(5.64,4.26,5

.46) 

A4 
(2,41,8.69,4.

59) 

(8.97,5.67,1

.34) 

(8.49,5.69,0

.19) 

(1.16,5.32,4

.65) 

A5 
(3.49,4.97,5.

59) 

(8.69,2.64,2

.69) 

(0.67,5.16,3

.46) 

(5.16,5.36,6

.16) 

 Step 2Make the choice matrix that has been normalized. 

The following relation can be used to calculate the 

normalised choice matrix while taking the positive and 

negative ideal solutions into account: 

𝑟  𝑖𝑗̃ =  (
𝑎𝑖𝑗

𝐶𝑗
∗ ,

𝑏𝑖𝑗

𝐶𝑗
∗ ,

𝑐𝑖𝑗

𝐶𝑗
∗) ; 𝐶𝑗

∗ = 𝑚𝑎𝑥𝑖𝑎𝑖𝑗,𝑃𝑠𝑖𝑡𝑖𝑣𝑒 𝑖𝑑𝑒𝑎 𝑠𝑜𝑙𝑢𝑡𝑖𝑜𝑛 ..1  

𝑟  𝑖𝑗̃ =  (
𝑎𝑗̅̅ ̅

𝐶𝑗
∗ ,

𝑎̅𝑗

𝐶𝑗
∗ ,

𝑎𝑗̅̅ ̅

𝐶𝑗
∗) ; 𝐶𝑗

∗ = 𝑚𝑎𝑥𝑖𝑎𝑖𝑗 ;𝑁𝑒𝑔𝑎𝑡𝑖𝑣𝑒 𝑖𝑑𝑒𝑎 𝑠𝑜𝑙𝑢𝑡𝑖𝑜𝑛 ..2  

Table 6 below shows the choice matrix that has been 

normalized. 

Table 6 A choice network that has been standardized. 

Alterna

tive 
SCI SC2 SC3 SC4 

A1 
(4.89,2.69,4.

69) 

(4.89,5.64,

2.64) 

(4.89,4.16,4.

39) 

(6.31,7.164,

5.46) 

A2 
(8.49,5.69,0.

19) 

(8.69,2.64, 

2.69) 

(5.69,8.97,2.

59) 

(8.16,5.36,6.

16) 

A3 
(5.49,5.69,0.

191) 

(5.69,2.64,

2.69) 

(0.69,8.97,2.

59) 

(6.16,5.36,6.

169) 

A4 
(2.49,5.69,5.

647) 

(2.97,5.67,

1.34) 

(5.89,2.69,4.

697) 

(2.69,8.97,2.

59) 

A5 
(3.49,5.69,0.

19) 

(3.69,2.54,

2.69) 

(5.69,8.97,2.

59) 

(3.16,5.36,6.

16) 

 

Step 3 Create the choice matrix that is weighted and 

normalized. 

The accompanying recipe can be utilized to work out the 

weighted standardized choice network by increasing the 

0

2

4

6

8
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0 1 2 3 4 5 6 7

M U
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heaviness of every measure by the suitable standardized 

fluffy choice framework.   

𝑣̃ = 𝑟𝑖𝑗. 𝑤𝑖𝑗̃     ...3 

Below is an illustration of the weighted normalized decision 

matrix, Table 7. 

Table 7 Making use of a normalized, weighted decision 

matrix.  [30]. 

Alternat

ive 
SCI SC2 SC3 SC4 

A1 
(1.89,2.69,4

.69) 

(6.89,5.64,2.

64) 

(6.89,4.16,4

.39) 

(6.31,7.16,5

.46) 

A2 
(9.49,5.69,0

.19) 

(2.69,2.64,2.

691) 

(9.69,8.97,2

.59) 

(3.16,5.36,6

.16) 

A3 
(3.49,5.69,0

.19) 

(6.69,2.64,2.

69) 

(0.69,8.97,2

.59) 

(9.16,5.36,6

.16) 

A4 
(5.49,5.69,5

.64) 

(4.97,5.67,1.

34) 

(6.89,2.69,4

.69) 

(3.69,8.97,2

.59) 

A5 
(6.49,5.69,0

.19) 

(9.69,2.54,2.

69) 

(0.69,8.97,2

.59) 

(1.16,5.36,6

.16) 

 

For the other options, Fuzzy Positive Ideal Arrangement 

(FPIS) and Fuzzy Negative Ideal Arrangement (FNIS) have 

the accompanying definitions: 

𝐴∗ = {𝑣1̃, 𝑣2̃, … . , 𝑣𝑛̃ , } =

{(
𝑚𝑎𝑥

𝑗 𝑣𝑖𝑗|𝑖 ∈ 𝐵) , ((
𝑚𝑎𝑥

𝑗 𝑣𝑖𝑗|𝑖 ∈ 𝐶))}  

     .... 4 

𝐴− = {𝑣1̃, 𝑣2̃, … . , 𝑣𝑛̃ , } =

{(
𝑚𝑎𝑥

𝑗 𝑣𝑖𝑗|𝑖 ∈ 𝐵) , ((
𝑚𝑎𝑥

𝑗 𝑣𝑖𝑗|𝑖 ∈ 𝐶))}  

     ... 5 

The optimal solutions, both positive and negative, are 

shown in Table 8 below. 

Table 8 The optimal solutions, both positive and negative. 

 Positive Ideal Negative Ideal 

SC1 (0.467,2.491,0.169) (5.261,1.491,1.467) 

SC2 (0.429,2.122,5.691) (2.491,0.691,2.167) 

SC3 (2.649,2.469,2.469) (2.649,4.267,4.164) 

SC4 (5.986,4.657,1.694) (5.694,2.658,1.168) 

 

𝑆𝑖
∗ = ∑ 𝑑𝑛

𝑗=1 (𝑣1̃, 𝑣2̃)𝑖 = 1,2 … , 𝑚   …6 

𝑆𝑖
− = ∑ 𝑑𝑛

𝑗=1 (𝑣1̃, 𝑣2̃)𝑖 = 1,2 … , 𝑚   …7 

𝑔𝑎𝑝 𝑎𝑚𝑜𝑛𝑔𝑑𝑣(𝑀1,̃ 𝑀2,̃ ) = √
1

3
 [(𝑎1 − 𝑎2)2 + (𝑏1 −

𝑏2)2 + (𝑐1 − 𝐶2)2     

 …8 

Table 9 Distancing yourself from both ideal and bad 

solutions. 

 
Distance from the 

idealized state 

separation from the 

negative Perfect 

A1 0.134 0.197 

A2 0.498 0.297 

A3 0.167 0.597 

A4 0.297 0.542 

A5 0.929 0.691 

 

 

Fig. 3 Distancing yourself from both ideal and bad 

solutions. 

The choices are positioned beneath in Table 10 as per their 

closeness coefficient, with the most ideal choice being the 

one that is generally like the fluffy positive ideal 

arrangement and the uttermost away from the fluffy 

negative ideal arrangement. 

Table 10 Coefficient of Closeness. 

 Ci Rank 

A1 0.492 1 

A2 0.264 3 

A3 0.149 4 

A4 0.865 2 

A5 0.897 5 

 

0
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1
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Distance from the idealized state

separation from the negative Perfect
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Fig. 4 Coefficient of Closeness 

1.1 Evaluation via Comparison 

Validating the results of this study article regarding the 

evaluation of long-lasting environmental sustainability in 

the computer software construction sector within the context 

of Industry 5.0 requires comparing fuzzier TOPSIS and 

Analytical Hierarchy Method (AHP) methodologies.  

Table 11 Results of a comparative analysis. 

Rank Order 1 2 3 4 5 

AHP A1 A3 A5 A2 A4 

Fuzzy 

Topsis 
A1 A3 A2 A5 A4 

 

The findings highlight how important it is to consider 

sustainability issues and incorporate them into decision-

making processes. The results also demonstrate the potential 

of cloud-native development, agile methodologies, DevOps, 

and sustainability software engineering methods for 

promoting sustainability and addressing social, economic, 

and environmental issues. These insights can be put to use 

by researchers, industry experts, and politicians to support a 

more environmentally conscious software engineering 

surroundings in Industry 5.0, implement best practices, and 

make informed decisions. Further study, validation, and 

refinement of the findings may be conducted in the future to 

support the continuous development and enhancement of 

environmentally conscious software engineering 

techniques. 

5. Discussions 

Software engineering is undergoing a major shift as a result 

of the quickly emerging Industry 5.0 paradigm, which is 

characterized by cutting-edge technologies, dynamic 

information sharing, and the integration of cyber and 

physical systems. Including sustainability into software 

engineering methods is a big problem in the wake of these 

major transformations. To confirm that software 

engineering practices align with the environmental and 

social goals of Industry 5.0, a thorough assessment approach 

that gauges the sustainability performance of the practices 

is needed. The complicated nature of environmental 

sustainability in software development methods within 

Industry 5.0 are currently outside the scope of any 

systematic methodology found in academia. In an effort to 

close this gap, our research offers a state-of-the-art method 

based on fuzzy TOPSIS and skilfully navigates the 

complexities of sustainability analysis within the evolving 

Industry 5.0 scenario. 

6. Conclusions 

The programming business' feasibility in the bigger setting 

of the Programming Business 5.0 was assessed in this study 

utilizing the fluffy TOPSIS approach. By utilizing this 

dynamic cycle, we had the option to survey and fathom the 

presentation of various potential outcomes, for example, the 

traditional cascade model, deft strategies, DevOps, cloud-

local turn of events, and economical computer programming 

procedures. The aftereffects of the review advance our 

insight into maintainability computer programming 

philosophies and their expected applications to ecological, 

social, and financial issues. The outcomes featured how 

cloud-local turn of events, DevOps, and dexterous strategies 

might advance supportability through upgrading assets, 

quicker conveyance cycles, and improved versatility. Future 

examinations in this field might resolve these issues and 

proposition new points of view on the best way to 

investigate maintainability in the PC computer 

programming industry. In the beginning, more inclusive and 

standardized criteria may be developed to take into 

consideration various facets of sustainability, including 

energy conservation, carbon emissions, the impact on 

society, and moral dilemmas. Second, advanced modelling 

techniques and data analytics approaches could be used to 

improve the review process's accuracy and objectivity. 

Future works  

Further, longitudinal studies can be conducted to assess the 

long-term sustainability effects of different solutions and 

identify possible trade-offs or synergy over time. 
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